**The following operators belong to Set operators category**  
Distinct  
Union  
Intersect  
Except   
  
   
  
In this video we will discuss **Distinct**operator. This operator returns distinct elements from a given collection.  
  
**Example 1:**Return **distinct**country names. In this example the default comparer is being used and the comparison is case-sensitive, so in the output we see country USA 2 times. 

string[] countries = { "USA", "usa", "INDIA", "UK", "UK" };

var result = countries.Distinct();

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output:**   
![distinct in linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAA5CAIAAAD2hJ9iAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAEwSURBVGiB7ZhdssMgCIXpnS6MpWdp9yFTJqNAAh5t2vI9tUbNGQl/EhVF8Rk81NFt24iImZvf8ndHBvtVEP5Cs+X1R93HR83gIDFxFo7oEZ7plUDzWcROTg4GaDuHsFkd28FFhx2id2RBdKPAOMQk9DhHdjxTx524WBTFLwArmZxSKg2sZOIX9K6qhJn3DNZnqhmlQLhkcmyNPTbCJn4457l1N6UqSHWIZn5RNMTqOctJ+5LY30fdrcf0Vllz5btuJquCrLjouHymTPcjyJUoc7HPTfYQN20NhQX6MuJQ0fW0z02eHETfaZ+bN6u1LzB3meJCV1rNZDXOrfGh4v7EGpxj0UbQb18lc3m4jNEMMVXure/nhhL/bCsPpa/ZcfUbzUpLDk8XJy92bnGKoiiEfzJA5oMd/fcTAAAAAElFTkSuQmCC)   
  
**Example 2:** For the **comparison to be case-insensitive**, use the other overloaded version of **Distinct()**method to which we can pass a class that implements **IEqualityComparer**as an argument. In this case we see country USA only once in the output.

string[] countries = { "USA", "usa", "INDIA", "UK", "UK" };

var result = countries.Distinct(StringComparer.OrdinalIgnoreCase);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output:**   
![distinct in linq example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAxCAIAAAD8/tZLAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAD5SURBVFiF7ZjRDsMgCEXZsg/j0/20PSwhDSIBhsS0nKfVWXsjeq8tQNM0DcCLXY8xAAAR2W+6/EGN813/8zb2o6de5V7/Yo0VmlYoWsN8Avdk1WiFdZ5oGrIKpOConVKgXK2ONT5vSYLklmqqhPsTrH1IbFf8rHkg1vUkZh8izhtQH0ccjSHsO+pqWa2ss6hDFATrIPJ5gW6Mlsiz5KPbn87KFmK3LJ+mLD/U89E9Tymy9HyM1G41XFa2CJpcZ1nWWfSngm3RHIL1/Y7WRMFRyfeOUEPcx/epPPE8HszgraUMZstWG7xF7WD/VHFN7LuA+PGpaZqmOYcv4cundeoz79QAAAAASUVORK5CYII=)   
  
When comparing elements, **Distinct**() works in a slightly different manner with **complex types**like Employee, Customer etc.   
  
**Example 3:**Notice that in the output we don't get unique employees. This is because, the default comparer is being used which will just check for object references being equal and not the individual property values.

List<Employee> list = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Mary"}

};

var result = list.Distinct();

foreach (var v in result)

{

    Console.WriteLine(v.ID + "\t" + v.Name);

}

**Output:**   
![linq distinct c# example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAAAyCAIAAADKlYLXAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAFnSURBVGiB7ZhdDsQgCITdzR7Mo3u0fSBpDCCF1r/uzvfW1saRCjJNCQAAAAAAzOTVelBKyTmzO/WlfMruDIXEHDOyy9aAJGRHeRtqVH0EGyPHz4Hm9cze61t+VAU2O0TqVMCgzc7jJfcOQ83K5VGrqcW0olZnq2f8gZ6PNjPrlA0pYXqOitFCBkstMip8f9lstY+I6MeTJ0OKrCsWLznT48g5l1LYae5fVCwfnx4sopV6FEf7Xd5/yRdkC2PPOiemRv+lSmL91+V6DwDYB/jHGPCPMeAfY8A/wj/CPxrAP44F/jEM/CP8IwD/SAf/uCT/T/3jIO76x2i/1xe/f+zFXf+4nMli+vjHrVDrQ91PnPYixqK6+cdpFUQqUf0j+/BS2LWN2cc/LgkWEQ0EnWOXs7iDf1wYLInd6KfGlvRz1z8yfVsdBU6YeDuUv+wf69LuaRK3SpTdcSZHs7//E/BzAgAAAACz+QKQCZSZqrqROgAAAABJRU5ErkJggg==)   
  
**To solve the problem in Example 3, there are 3 ways**  
**1.** Use the other overloaded version of **Distinct()** method to which we can pass a custom class that implements **IEqualityComparer**  
**2.** Override **Equals()**and **GetHashCode()**methods in **Employee**class  
**3.** Project the properties into a **new anonymous type**, which overrides **Equals()**and **GetHashCode()**methods  
  
**Example 4 :**Using the overloaded version of **Distinct()**method to which we can pass a custom class that implements **IEqualityComparer**  
  
**Step 1 :**Create a custom class that implements **IEqualityComparer<T>** and implement **Equals()**and **GetHashCode()**methods

public class EmployeeComparer : IEqualityComparer<Employee>

{

    public bool Equals(Employee x, Employee y)

    {

        return x.ID == y.ID && x.Name == y.Name;

    }

    public int GetHashCode(Employee obj)

    {

        return obj.ID.GetHashCode() ^ obj.Name.GetHashCode();

    }

}

**Step 2 :** Pass an instance of **EmployeeComparer**as an argument to **Distinct()**method

List<Employee> list = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Mary"}

};

var result = list.Distinct(new EmployeeComparer());

foreach (var v in result)

{

    Console.WriteLine(v.ID + "\t" + v.Name);

}

**Output:**   
![iequalitycomparer example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAjCAIAAADgw0iQAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAFBSURBVGiB7ZhBDoQwCEU7Ew/Wo/dosyAxDVBKI7bV+W+nkvCLgGBKAAAAwJv5GM9KKTlndqe+lE/ZnVshMadHdtkySEK2h68tQpVFMBtpPwfy6/F+5RUeLcc2OwSoKyAwtZUwyUxhqKW3PFg1tZhWsOqS7No3i85mZg+yISVMz9kWWsgYqZ3kRMkmm62yhhh9Z7LZp965hsMkHTyOnHMphX2X7UMNF93TY0S06ovCJ+2VuUnaydHDdjYnlMbcpEpic9NQCwcATCZmp1tS292dLpCAnc4znt2Hf6e7QsBOt5wJYsJ2uq1Qm0A9EHSHCXaoyJ3u1u5gK1F3Ova+pTB/GobtdEtiRIyenz5NQ6Uas9MtjJHEHsdTIwFtAnY6Jmur7u6EiZdnfPlOV3drz3C3VVlsilEK1hT+J+D3AAAAAPADSL0UQa1+ITgAAAAASUVORK5CYII=)   
  
**Example 5 :**Override **Equals()**and **GetHashCode()**methods in **Employee**class

public class Employee

{

    public int ID { get; set; }

    public string Name { get; set; }

    public override bool Equals(object obj)

    {

        return this.ID == ((Employee)obj).ID && this.Name == ((Employee)obj).Name;

    }

    public override int GetHashCode()

    {

        return this.ID.GetHashCode() ^ this.Name.GetHashCode();

    }

}

**Example 6 :** Project the properties into a **new anonymous type**, which overrides **Equals()**and **GetHashCode()**methods

List<Employee> list = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Mary"}

};

var result = list.Select(x => new { x.ID, x.Name }).Distinct();

foreach (var v in result)

{

    Console.WriteLine(" " + v.ID + "\t" + v.Name);

}